$ cat head
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$ cat lab24\_var14.cpp

#include<stdio.h>

int i;

char ch;

struct node {

char value;

node \*left\_node;

node \*right\_node;

};

node \*tree;

void PrintTree(node \*current\_node)

{

static int level = 0;

level++;

if (current\_node)

{

PrintTree(current\_node->right\_node);

for (int i = 0; i < level; i++)

{

printf(" ");

}

printf("\\\_\_%c\n", current\_node->value);

PrintTree(current\_node->left\_node);

}

level--;

}

int isAlphaNumber()

{

return ((ch >= 'a') && (ch <= 'z')) || ((ch >= '0') && (ch <= '9'));

}

int isNumber(char c)

{

return (c >= '0') && (c <= '9');

}

int isZero(char c)

{

return c == '0';

}

node \*CreateNode(char c, node \*l, node \*r) {

node \*t = new node;

t->value = c;

t->left\_node = l;

t->right\_node = r;

return t;

}

node \*ExpressionToTree();

node \*fact()

{

node \*t;

scanf("%c", &ch);

if (ch == '(') {

t = ExpressionToTree();

if (ch != ')')

printf("ERROR: not )\n");

}

else if (isAlphaNumber()) t = CreateNode(ch, 0, 0);

else printf("ERROR: not alpha or number\n");

return t;

}

node \*term() {

node \*tm;

int done;

char ch1;

tm = fact();

done = 0;

while ((ch != '\n') && (!done)) {

scanf("%c", &ch);

if ((ch == '\*') || (ch == '/')) {

ch1 = ch;

tm = CreateNode(ch1, tm, fact());

}

else done = 1;

}

return tm;

}

node \*ExpressionToTree()

{

node \*ex;

int done;

char ch1;

ex = term();

done = 0;

while ((ch != '\n') && (!done)) {

if ((ch == '+') || (ch == '-')) {

ch1 = ch;

ex = CreateNode(ch1, ex, term());

}

else done = 1;

}

return ex;

}

void TreeToExpression(node \*tree) {

if (tree) {

if ((tree->value == '+') || (tree->value == '-')) printf("(");

TreeToExpression(tree->left\_node);

printf("%c", tree->value);

TreeToExpression(tree->right\_node);

if ((tree->value == '+') || (tree->value == '-')) printf(")");

}

}

void transtree(node \*tree) {

char cl, cr;

if (tree) {

if (tree->value == '+')

{

cl = tree->left\_node->value;

cr = tree->right\_node->value;

if (isNumber(cl) && isZero(cr))

{

tree->value = cl;

tree->left\_node = 0;

tree->right\_node = 0;

i = 1;

}

else if (isZero(cl) && isNumber(cr))

{

tree->value = cr;

tree->left\_node = 0;

tree->right\_node = 0;

i = 1;

}

else if (isZero(cl)) {

\*tree = \*tree->right\_node;

}

else if (isZero(cr)) {

\*tree = \*tree->left\_node;

}

}

transtree(tree->left\_node);

transtree(tree->right\_node);

}

}

int main() {

printf("Input expression:\n");

tree = ExpressionToTree();

PrintTree(tree);

printf("\n\n-----------------------\n\n");

TreeToExpression(tree);

i = 1;

while (i) {

i = 0;

transtree(tree);

}

printf("\n\n-----------------------\n\n");

PrintTree(tree);

printf("\n\n-----------------------\n\n");

TreeToExpression(tree);

printf("\n\n-----------------------\n\n");

return 0;

}

$ c++ lab24\_var14.cpp

$ ./a.out

Input expression:

0+(1+2)

\\_\_2

\\_\_+

\\_\_1

\\_\_+

\\_\_0

-----------------------

(0+(1+2))

-----------------------

\\_\_2

\\_\_+

\\_\_1

-----------------------

(1+2)

-----------------------

$ ./a.out

Input expression:

(2\*2)+(3-3)+0+2+(0+0)

\\_\_0

\\_\_+

\\_\_0

\\_\_+

\\_\_2

\\_\_+

\\_\_0

\\_\_+

\\_\_3

\\_\_-

\\_\_3

\\_\_+

\\_\_2

\\_\_\*

\\_\_2

-----------------------

((((2\*2+(3-3))+0)+2)+(0+0))

-----------------------

\\_\_2

\\_\_+

\\_\_3

\\_\_-

\\_\_3

\\_\_+

\\_\_2

\\_\_\*

\\_\_2

-----------------------

((2\*2+(3-3))+2)

-----------------------

$ ./a.out

Input expression:

2+3/3+5\*3-2

\\_\_2

\\_\_-

\\_\_3

\\_\_\*

\\_\_5

\\_\_+

\\_\_3

\\_\_/

\\_\_3

\\_\_+

\\_\_2

-----------------------

(((2+3/3)+5\*3)-2)

-----------------------

\\_\_2

\\_\_-

\\_\_3

\\_\_\*

\\_\_5

\\_\_+

\\_\_3

\\_\_/

\\_\_3

\\_\_+

\\_\_2

-----------------------

(((2+3/3)+5\*3)-2)

-----------------------